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Abstract—Research as early as the 90s identified rigid, active
process enactment as detrimental to engineers’ flexibility. While
software engineering processes thus are rarely ‘executable”,
engineers would benefit from guidance in safety critical domains
where standards, regulations, and processes are often compli-
cated. In this paper, we present the Passive Process Engine Envi-
ronment (P2E2) that tracks process progress in the background
and automatically evaluates quality assurance constraints even in
the presence of process deviations. Our approach is engineering
artifact agnostic and comes with two exemplary tool connectors
to Jira and Jama. Video at: https://youtu.be/kXwU_baV WoQ

Index Terms—software engineering process, deviation, devel-
oper guidance, constraints, monitoring

I. INTRODUCTION

Software engineering processes together with software qual-
ity assurance (QA) aim at providing the necessary level of
software quality. Research as early as the 90s identified rigid,
active process enactment as detrimental to engineers’ flexi-
bility. We observed this need for flexibility during informal
studies at our industry partners, which revealed that engineers
deviate temporarily from the intended process. Indeed, the
current practice in industry is using semi-formal descriptions
to specify processes [1], rather than rigidly enforced processes.
As a result, software engineering processes are rarely “exe-
cutable”, meaning that engineers have little to no automated
support for checking whether their work is in line with the
process and whether their work is affected by deviations of
others. Given the often complicated standards, regulations,
and processes in safety critical domains, engineers quickly
feel overwhelmed and stressed about potentially deviating too
much or correcting too late — resulting in costly rework and/or
delays. Deviations come in different forms: forgetting to set a
trace between requirement document and design document as
mandated by QA, starting the implementation of non-reviewed
requirements, skipping a mandatory step, etc.

In this paper, we present our Passive Process Engine
Environment (P2E2) that allows to track the engineering
process’ progress in the background purely based on artifact
changes (where artifacts include requirements, models, code,
test cases, issues, work packages, etc.). Engineers need not
interact with the P2E2 except for obtaining feedback whether
they should start with their work, respectively whether their
work fulfills given quality constraints. The P2E2 combines
two key novelties: first, it treats (quality) constraints neither
as an implicit part of the engineering process model nor

as completely disjunct from it. Instead, (quality) constraint
evaluations are first class citizens: i.e., as explicit development
artifacts that may also determine process progress. Second, the
P2E2 continues to track progress even as engineers deviate
from the process.

We evaluated P2E2 with Dronology [2], an open source
system for unmanned aerial vehicles (UAVs) and an industrial
air traffic control system (ATC) to investigate to what extent
QA violations occurred [3].

II. USAGE SCENARIOS

The P2E2’s deviation tolerant process tracking capabili-
ties are useful for various, complementary purposes. In the
following, we describe three scenarios where P2E2 provides
guidance to engineers.

1 - Process Guidance: P2E2’s main purpose is to raise
process progress awareness amongst engineers by providing
them with information on step progress and quality constraint
fulfillment on demand. Engineers typically use a multitude
of tools and diverse artifacts for their work, spreading implicit
process information across these. Obtaining an accurate picture
of which artifacts are available at what maturity requires sig-
nificant coordination effort among engineers and/or querying
of different tools. On top of that, an engineer needs to be aware
of the precise process definition and applicable QA constraints.
Providing an integrated view on the process in a tool that the
engineer is free to use, but not forced to conduct work in, has
large potential to reduce coordination overhead and rework.

2 - Automating QA: Introducing a process guidance system
for a complete process at a fine granular level is a non-
trivial and work-intensive endeavour. The P2E2 enables an
incremental roll-out by focusing on the quickly achievable
benefits, such as automating tedious QA tasks, first. Rather
than modeling each step, QA engineers formulate which
quality constraints should be fulfilled at which stages in a
process. This progress-aware checking allows to ensure trace
links mandated by regulations and standards are checked as
early as possible rather than at the process end. For example,
consistency of trace links between low-level and high-level
requirements should be checked early, while trace links from
low-level requirements to test cases are not available until
much later in the process. Engineers thus receive timely feed-
back whether they are truly done with their work by consulting
the P2E2 Process Dashboard to ensure they haven’t missed
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anything (rather than being interrupted by QA engineers at a
later time when they have moved on to another task).

3 - Research foundation: the current P2E2 capabilities
don’t yet include sophisticated deviation analysis and repair
aspects [4]. Hence, engineers need to coordinate with their
coworkers and based on the process state to what extent a
deviation affects their work and how (respectively when) to
fix a deviation. The P2E2 , however, provides the technical
research foundation for building such capabilities. In addition,
the events emitted by the P2E2 provide all the vital details
required for process mining as artifact changes are readily
associated with process instances and process steps. Process
mining algorithms can then provide insights into typical task
duration, deviations, and their repairs, which in turn may be
applied to improve the engineering process and guidance.

III. RELATED WORK

Research in the 90s resulted in a number of approaches in
support of Process-centric software development environments
(PCSDE). Step-centric modeling and active execution frame-
works [5]-[8] determine which steps may be done at any given
moment, automatically executing them where possible. While
such research supports detailed guidance, deviations from the
prescribed process are not well supported. In contrast, systems
utilizing event-condition-action (ECA) rules or pre- and post-
conditions [9], [10] provide freedom of action to the engineer
but offer limited guidance.

More recent work focuses on specific aspects in the en-
gineering life-cycle rather than general purpose processes.
DevOpsML [11] aims at reducing the effort to describe
continuous integration and deployment processes. Amalfitano
et al. [12] aim to fully automate the execution of the testing
process and to automatically generate appropriate traceability
links. Similarly, Hebig et al. [13] investigate how various
software design and code artifacts dependencies emerge from
MDE activities. When involving human steps, approaches
often assume pre-defined process models and rigorous tool
integration. Kedji et al. provide a collaboration-centric de-
velopment process model and corresponding DSL [14]. At a
micro-level, Zhao et al. propose Little-JIL to help developers
track artifact dependencies during rework [15].

A few approaches on general purpose process modeling
and execution (e.g., [16]-[18]) focus on step-centric languages
such as SPEM and BPMN, which both imply active execution
where engineers cannot deviate from the prescribed process.

IV. PROCESS MODEL

The two main elements of the process model are Steps
and Decision Nodes attached to them (Figure 1 provides a
simplified UML class diagram of the process model’s main el-
ements). A Step describes what an engineer “should” do. For
example, refine a requirement, implement a feature, define a
test case. The challenge when passively executing processes is
determining the steps that are currently available for engineers
to work on, steps that represent work in progress (but perhaps
shouldn’t be worked on yet), and finally, steps that have
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Fig. 1: Process specification meta model: UML class diagram.
Jiralssue and Jamaltem are exemplary integrated artifact types.

been (successfully) completed. A passive process specification,
therefore, consists primarily of the corresponding transitions
conditions in the form of ECA rules. These define which
event(s) from the engineering environment (e.g., an artifact
update), given additional constraints (i.e., the condition) trigger
the inclusion of an artifact to a step’s output artifact set (i.e.,
the action part of the rule) as well as whether the step is now
ready to be worked on, in progress, aborted, or completed.
The artifacts used in the ECA rules are defined by the step.

A step has zero or more [nput artifacts attached that
represent required data to make a decision or artifacts that need
to be modified. It further has zero or more Output artifacts that
describe the effect of having executed the step (e.g., having
modified an input artifact or created a new artifact). Input and
output artifacts can represent any kind of information such as
requirements, tests, issues, or trace links.

A Decision Node describes how the completion of one or
more Steps — and additional conditions, again defined as ECA
rules — leads to the execution of subsequent steps. The set
of decision nodes thus defines the process’ control flow. A
decision node’s Datalransfer declaration describes how the
output of one step becomes the input of a subsequent step,
thereby defining the process’ data flow. The specific activation
conditions are placed on the /nFlows (from preceding steps to
a decision node), on the node itself, and on the OutFlows
(from decision node to subsequent steps).

V. TOOL ARCHITECTURE

The P2E2 consists of following main components (depicted
in Figure 2): Process Dashboard, Process Definition Registry,
Tool Connectors, Passive Process Engine, and a Rule Engine.

The process dashboard provides the primary interaction
means for stakeholders to register Passively Executable
Process Specifications (A), instantiate them (B), and inspect
the current status (i.e., inspecting process progress and QA
constraint evaluation results) (H).

A Passively Executable Process Specification consists of a
two parts: (i) a description of the high-level process structure
and data-flow and (ii) a set of rules that specify step progress
triggers, process control-flow conditions, artifact fetching, and
QA constraints.
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A Process Instance is created by selecting a process spec-
ification and providing the ids of the required input artifacts
(C). The Passive process engine then fetches the artifacts via
the Tool Connectors. At the same time it registers for any
artifact updates (D). Similarly, the rule engine fetches artifacts
(E) when traversing trace links or relations among artifacts.

Tool Connectors obtain artifacts from their origin services,
e.g., a Jira issue from a Jira server, a requirement from
IBM Doors, or commit information from a Git repository,
typically via the servicess REST API. A Tool Connector
takes on sophisticated tasks beyond obtaining artifact updates
(via polling or subscriptions). It manages which artifacts are
relevant for a process and thus need to be monitored, and keeps
a cache of these artifacts up to date.

When the Passive Process Engine receives an artifact update
event (F), it looks up which rules in the Rule Engine compo-
nent rely on that artifact and triggers them (G). Depending
on condition evaluation outcome, the Rule Engine signals
process progress events back to the Passive Process Engine.
The Passive Process Engine subsequently uses these events to
update the process state and determine which steps to activate,
which ones to deactivate, and which artifact (references) to
copy from the output of one step to the input of a subsequent
step. These changes in turn are fed back into the rule engine
(E) potentially triggering further progress.

A. Implementation Details and Usage

The P2E2 prototype is implemented in Java on top of the
Axon framework and is available on Github ! with a demon-
stration video available on youtube.> The Axon framework
implements the event-sourcing pattern, thus any change in the
process and any artifact change is captured as an event. These
events establish an audit trail how the process came about and
allow replaying the process event by event for inspection at
which time a quality constraint was not (yet) fulfilled.

Process structure and data flow are specified in a json format
(directly loaded into the passive process engine) while control

Uhttps://github.com/jku-isse/cds.p2ep.icse2021demo
Zhttps://youtu.be/kXwU_baV WoQ

flow conditions and QA constraint are written as Drools rules
(.drl files) — see dashed arrows in Figure 2. The Drools rule
engine [19], a Business Rules Management System, can be
easily integrated into a Java application and allows easy access
to Java objects (representations of e.g., Jira artifacts) within
rules written in a Java dialect. Currently, the control flow
and QAconstraint rules come with some boilerplate overhead.
Writing new rules requires copying and slightly adjusting the
boilerplate code. A blockly-based web editor (briefly shown in
the video) is work in progress from which currently the json
process structure, data flow mapping, and later rule boilerplate
code is automatically generated.

We provide tool connectors for Jama and Jira (via their
REST interface) as an example how to access artifacts, cache
them in a CouchDB (json based NoSQL database), and peri-
odically poll for updates. The passive process engine and the
rule engine provide the process id to the tool connectors when
fetching an artifact. Hence the connectors send artifact updates
only to the relevant process instances. Other event sources such
as the developer’s IDE are currently not supported.

The Process Dashboard makes use of the Vaadin framework
for automated pushing of updates to the user’s web browser.
Figure 3 (middle) shows details of an example simple pro-
cess and its tasks, providing details on which QA constraint
where last evaluated (right), their evaluation result (com-
pletely/partially/not fulfilled or not evaluated yet), provides
the ability to inspect input and output artifacts, and the option
to request an explicit re-evaluation of QA constraints. The
dashboard also allows uploading of new process definitions
(left), and initiating new process instances.

VI. PROTOTYPE EVALUATION

We used our TimeTracer tool [20] to revert artifacts and
their trace links to their initial state, i.e., the start of the pro-
cess. TimeTracer then provides artifact changes, step-by-step,
thus simulating (i.e., “replay”) changes made by engineers
(e.g., modify the state of artifacts in Jira, add trace links, etc.)
allowing us to automatically trigger constraint checks and track
the process state the same way as in a “live” environment.

Execution of 802 open source processes instances (issues in
Dronology involving eight QA constraints) and 109 industrial
processes instances (also involving eight QA constraints) with
P2E2 allowed us to inspect whether QA constraints are
fulfilled immediately upon a task’s completion or rather at
the end of the process. The results for Dronology showed that
only 39% of process instances followed the defined process,
compared to 80% in the industrial setting. These numbers hint
at the potential of P2E2 to make following the process easier
for engineers.

VII. CONCLUSIONS

P2E2 guides engineers through the development process
by highlighting which steps are completed, which ones are
available to be worked on, and whether quality assurance
constraints have been fulfilled. Engineers need not leave their
engineering tools and are not limited by P2E2 in their freedom
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Fig. 3: P2E2 - Process Dashboard screenshot excerpt.

to deviate when they see fit as the environment tracks progress
in the background. The prototype is currently being rolled out
at out industrial partner for evaluation in three separate friendly
user groups. We thus expect to extensively report on developer
acceptance, lessons learned, and best practices soon.

VIII. DATA AVAILABILITY

Data used in this paper are subject due to confidentiality
agreements with out industry partner and therefore cannot be
disclosed. The prototype, however, is archived on Figshare. 3
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